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**6.1 What is QSAM?**

Queued Sequential Access Method, or QSAM, is An **access method** is a complete set of macros and modules that are used to perform input/output operations.

QSAM is used to process sequential files and is considered one of the most straightforward of the access methods because it does a lot of the work for a programmer.

A data set is read into a buffer in memory one **physical record** or **block** at a time. One physical record is made up of a fixed number of **logical records**. The fixed number is known as the **blocking factor**.

QSAM provides two services that some other access methods do not:

1. buffering  
2. deblocking

**Buffering** is the reading of one block at a time into a buffer in memory.

**Deblocking** is the dividing of the physical record into the logical records.

QSAM is implemented (in ASSEMBLER) by the use of 5 macros:

1. DCB  
2. OPEN  
3. CLOSE  
4. GET  
5. PUT

**6.2 DCB Macro**

The data control block, or DCB, macro is used to describe each of the data set(s) that will be read from or written to.

The format is:

dcbname DCB DDNAME=ddname, X

DEVD=\_\_\_\_\_, X

DSORG=\_\_\_\_\_, X

MACRF=\_\_\_\_\_, X

RECFM=\_\_\_\_\_, X

LRECL=\_\_\_\_\_, X

BLKSIZE=\_\_\_\_\_, X

EODAD=\_\_\_\_\_

* dcbname

The name that will be referenced in the source code when opening or closing a file.

* DDNAME=ddname parameter

The keyword parameter DDNAME links the DCB to the actual file being read from and/or written to and the ddname corresponds to the file’s DD statement in the JCL.

* DEVD=\_\_\_\_\_ parameter

The keyword parameter device drive specifies the type of device on which the file is stored. There are three possible values:

DA direct access (always use this one)

UT utility class (tape or disk)

UR printer

* DSORG=\_\_\_\_\_ parameter

The keyword parameter data set organization specifies whether the data set is physical sequential, partitioned organization or other. Most of the time PS is used. It represents physical sequential even though the actual data set is a member of a PDS or PDSE.

* MACRF=\_\_\_\_\_ parameter

The keyword parameter macro format specifies which format of the GET and PUT macros will be used. There are four possible values:

**GL Get Locate**

The address of the next logical record to be read is placed in register 1 and the data is not actually copied into the program but you instead have a reference to it in register 1.

**GM Get Move**

The logical record is copied into a named area of storage.

**PL Put Locate**

The address of the next available buffer area for writing is returned in register 1. The program must copy the logical record to the address referenced in register 1.

**PM Put Move**

A logical record is written from a named area of storage.

If a file will be used for both input and output, specify (G\_,P\_) as the macro format.

* RECFM=\_\_\_\_\_ parameter

The keyword parameter record format specifies what type of records are being written or read. There are three types:

F fixed length records

V variable length records

U undefined length

Fixed and variable can be further subdivided using:

B blocked (FB or VB)

A ASA carriage control character in 1st byte (FA or VA)

M Machine carriage control character in 1st byte (FM or VM)

* LRECL=\_\_\_\_\_ parameter

The keyword parameter logical record length specifies the number of bytes in a logical record.

* BLKSIZE=\_\_\_\_\_ parameter

The keyword parameter block size is an integer value that specifies the number of bytes in a block, or physical record. It must be an even multiple of the LRECL. It is not necessary to code BLKSIZE if the data set being read from or written to already exists.

* EODAD=\_\_\_\_\_ parameter

The keyword parameter end-of-data address specifies the name of an end-of-file routine that will be execute after all of the input records have been read. The last instruction of an EODAD routine is usually branch register to the address in register 14 as register 14 holds the address of the instruction following the GET that attempted to read another record but there are no more.

**6.3 OPEN macro**

The OPEN macro is used to open a file for input or output. To open a file, or DCB, for input:

OPEN (dcbname,(INPUT))

To open a file, or DCB, for output:

OPEN (dcbname,(OUTPUT))

To open more than one file at a time:

OPEN (dcbname1,(INPUT[OUTPUT]),dcbname2,(INPUT[OUTPUT]),...)

The OPEN macro sets a return code in register 15. A return code of 0 indicates success and any other value indicates failure.

If INPUT or OUTPUT are not coded, INPUT is assumed but it must be coded with the comma following the dcbname:

OPEN (dcbname,)

**6.4 GET macro**

This macro is used to read a single logical record from a file.

As stated above in section 6.2, the DCB keyword parameter MACRF, or macro format, specifies which form of the GET and PUT macros are being used to read or write data for the file associated with the DCB.

**GM Get Move**

GET dcbname,buffername

A single logical record is read from the file associated with the DCB named dcbname and placed into a user-defined storage area named buffername. For example:

GET SALESDCB,SALESREC

This example will read a logical record from the file associated with the DCB named SALESDCB and copy it into a buffer named SALESREC in the programs storage. If the file has LRECL=80, that storage area could be defined as:

SALESREC DC 80C' '

**GL Get Locate**

GET dcbname

A single logical record is read from the file associated with the DCB named dcbname and the address of that record in storage is placed in register 1. For example:

GET SALESDCB

This example will read a logical record from the file associated with the DCB named SALESDCB and returns the address of the record in register 1. To copy it into a buffer named SALESREC in the programs storage, the GET must be followed by a move character, or MVC. For example, if the file has LRECL=80, the following will read the record and the MVC following the GET will copy it into the user-defined storage buffer named SALESREC:

GET SALESDCB

MVC SALESREC(80),0(1)

If a GET is executed and there are no more records in the file, control is passed by the DCB to the routine specified by the EODAD keyword parameter in the DCB definition itself. Refer to the the explanation of the EODAD keyword parameter in section **6.2 DCB Macro** above.

Each time you issue an OPEN, GET, PUT, or CLOSE operation in QSAM, a file status code is returned in register 15. The most useful of those are:

**Value Meaning**      00       Successful completion of any I/O operation.      
      10       End-of-file detected on a Read, as in At End.    
      35       Attempt to Open a file not present.              
      39       Open failure due to a conflict in DCB data.      
      41       Open failure; file already open.

     42       Close failure; file not open.                    
      46       Read failure; last Read already reached EOF.      
      47       Read failure; file not open for Input.            
      48       Write failure; file not open for Output.

**6.5 PUT macro**

This macro is used to write a single logical record to a file or standard output.

As stated above in section 6.2, the DCB keyword parameter MACRF, or macro format, specifies which form of the GET and PUT macros are being used to read or write data for the file associated with the DCB.

**PM Put Move**

PUT dcbname,buffername

A single logical record is written to the file associated with the DCB named dcbname from a user-defined storage area named buffername. For example:

PUT REPRTDCB,DETAIL1

This example will write a logical record to the file or standard output associated with the DCB named REPRTDCB and the data written will be copied from the storage area named DETAIL1. If the file has LRECL=133, that storage area could be defined as:

DETAIL1 DC C'0' CARRIAGE CONTROL FOR DOUBLE SPACING

BRKRNME DS CL25

DC 10C' '

SALESAMT DS CL15

DC 82C' '

Of course, the fields BRKRNME and SALESAMT would have to be moved into the storage definition named DETAIL1 BEFORE the PUT is executed.

**PL Put Locate**

PUT dcbname

A single logical record is written to the file associated with the DCB named dcbname and the address of that record in storage is placed in register 1. For example:

PUT REPRTDCB

This example will write a logical record to the file associated with the DCB named SALESDCB and returns the address of the record in register 1. To actually copy the output data defined as DETAIL1 in the program's storage out to the file, the PUT must be followed by a move character, or MVC. For example, if the file has LRECL=133, the following will write the record and the MVC following the PUT will copy it to the file from the user-defined storage buffer named DETAIL1:

PUT REPRTDCB

MVC 0(133,1),DETAIL1 COPY THE 133 BYTES FROM DETAIL1 TO

\* 0 BYTES OFF THE ADDRESS IN R1

**6.6 CLOSE macro**

This macro is used to close a DCB associated with a file. The format is:

CLOSE (dcbname)

It is also possible to close more than 1 DCB at a time with:

CLOSE (dcbname1,,dcbname2,,...)

As with OPEN, the CLOSE sets a return code in register 15 where 0 indicates success and anything other than 0 indicates a failure to close the file properly.

**6.7 QSAM in COBOL**

QSAM is also the access method that is commonly used in COBOL behind the scenes. The DCB is supplied information from the SELECT statement, the FD, or File Definition, and some PROCEDURE DIVISION statements. For example:

In the ENVIRONMENT DIVISION, we have

SELECT INFILE ASSIGN TO S-SYSIN.

In the DATA DIVISION, we have

FD INFILE

RECORDING MODE IS F.

01 IN-REC.

05 FIRST-HALF PIC X(40).

05 SECOND-HALF PIC X(40).

And in the PROCEDURE DIVISION, we have

OPEN INPUT INFILE.

READ INFILE AT END MOVE 'Y' TO EOF-FLAG.

This COBOL code will produce the following DCB:

INFILE DCB DDNAME=SYSIN, X

DSORG=PS, X

LRECL=80, X

MACRF=GL, X

RECFM=FB, X

EODAD=something

The EODAD parameter will have the address of wherever the AT END part of the READ statement indicates that needs to happen, such as MOVE 'Y' TO EOF-FLAG in the following:

READ INFILE INTO WS-RECORD

AT END MOVE 'Y' TO EOF-FLAG

END-READ.

A READ INTO like above will change the default MACRF=GL to GM.

WRITE PRINT-LINE.

This WRITE will use a MACRF=PL but

WRITE PRINT-LINE FROM WS-RECORD.

will change it to MACRF=PM.

When a COBOL program is executed and a file is OPENed, the DCB information is collected from, in order:

1) inside the COBOL program itself

2) DD statements in the JCL

3) Label records (if any) for the data set being opened

This process is known as the forward merge although it is far more complicated than the three steps above.

**6.8 Example QSAM Program**

QSAMPGM CSECT

\*

PRINT NOGEN

\*

XSAVE BR=12,SA=MAINSAVE,TR=NO

\*

OPEN (OUTDCB,(OUTPUT)) OPEN THE OUTPUT DCB  
 LTR 15,15 TEST FOR SUCCESS

BZ OPEN1OK BRANCH PAST ABEND IF SUCCESSFUL

ABEND 777,DUMP ABEND AND DUMP IF NOT

\*

OPEN1OK OPEN (INDCB,(INPUT)) OPEN THE INPUT DCB

LTR 15,15 TEST FOR SUCCESS

BZ OPEN2OK BRANCH PAST ABEND IF SUCCESSFUL

ABEND 888,DUMP ABEND AND DUMP IF NOT

\*

OPEN2OK GET INDCB,INREC READ FIRST RECORD

\*

LOOP1 CLI EOFFLAG,C'Y' CHECK FOR END-OF-FILE

BE ENDLOOP1 BRANCH TO END IF EOF  
\*

MVC OUTNAME(15),INREC COPY THE NAME TO OUTPUT RECORD  
\*

PUT OUTDCB WRITE THE OUTPUT RECORD

MVC 0(133,1),OUTREC MOVE IT INTO THE OUTPUT BUFFER  
\*

GET INDCB,INREC READ THE NEXT RECORD

B LOOP

\*

ENDLOOP1 CLOSE (INDCB,,OUTDCB) CLOSE INPUT AND OUTPUT DCBs

\*

XRETURN RC=0,TR=NO

\*

LTORG

\*

\* THE FOLLOWING TWO LINES WILL BEGIN YOUR STORAGE ON A 32-BYTE

\* BOUNDARY MAKING IT EASIER TO FIND, ESPECIALLY SINCE IT WILL BEGIN

\* WITH THE ‘STORAGE FOR QSAMPGM’ LABEL.

\*

ORG QSAMPGM+((\*-QSAMPGM+31)/32)\*32

DC CL32'\*\*\*\*\* STORAGE FOR QSAMPGM \*\*\*\*\*\*'

\*

MAINSAVE DC 18F'-1' STORAGE SAVE AREA

\*

INREC DC 80C' ' INPUT RECORD BUFFER

\*

OUTREC DC C'0' DOUBLE SPACING CARRIAGE CONTROL

OUTNAME DS 15C OUT NAME

DC 117C' '

\*

\* INFILE EXISTS SO THE PARAMETERS LIKE LRECL AND BLKSIZE CAN BE

\* GOTTEN FROM THE DATA SET’S LABEL RECORDS BUT IT CAN ADDED ANYHOW

\*

INDCB DCB DDNAME=INFILE, X

DEVD=DA, X

DSORG=PS, X

MACRF=GM, X

LRECL=80, X

EODAD=EOFRTN

\*

EOFRTN MVI EOFFLAG,C’Y’ CHANGE EOF FLAG TO YES

BR 14 RETURN TO STATEMENT AFTER GET

\*

EOFFLAG DC C'N' EOF FLAG FOR INFILE.  
\*

\*

\* OUTFILE IS A NEW FILE SO ALL PARAMETERS ARE PRESENT

\*

OUTDCB DCB DDNAME=OUTFILE, X

DEVD=DA, X

DSORG=PS, X

LRECL=133, X

BLKSIZE=1330, X

RECFM=FBA, X

MACRF=PL

\*

END QSAMPGM

**6.9 More About QSAM**

The term “sequential file” refers to the manner in which the records of a file will be processed, and to a lesser extent, the way in which the file records are physically organized on some media. For input, a sequential file is usually read starting from the first record, proceeding to the second record, then the third, and continuing in this fashion to the end. For sequential output files, we will write out the first record, then the second, then the third, proceeding in this manner to the last record. The most commonly used sequential file for IBM mainframes is a QSAM file. QSAM is an acronym for “queued sequential access method”. In this topic we investigate how QSAM files are created and processed. We will also learn about record blocking as well as “locate” and “move mode” input and output.

**Defining a QSAM File**

QSAM files are defined inside a program using IBM’s DCB macro. This macro generates a block of storage called a “data control block” which contains information that is used by the operating system when processing the file that the macro defines. The macro is non-executable, and serves only to generate a control block at assembly time. Being non-executable, the macro is coded in the program at a point which would not become part of the execution sequence. Many programmers choose to code the DCB just after the executable portion of the program, and before the declarations for variables. This is a fairly safe location and serves to keep the DCB’s from becoming corrupted by the program accidentally. At run time, the information in the DCB is combined with information in the job control language data definition statement (DD), as well as information in the data set label in order to complete the information that is stored in the DCB. The data set label is a control block that is created and stored with the file when it is created. Later we will investigate how the information from the DCB, the DD statement, and the data set label are combined at run time.

Lets first look at a sample DCB macro as it might appear in a program.

CUSTFILE DCB DDNAME=CUSTOMER, X

DSORG=PS, X

LRECL=80, X

MACRF=GM, X

RECFM=FB, X

EODAD=ENDFILE

By coding a DCB, we are defining a file and its characteristics. In the DCB above, the file’s internal name, the name that will be used inside the program, is “CUSTFILE”. Whenever the program references the file, this is the name that will be used. For instance, to read a record in the file we might code “GET CUSTFILE,MYREC”. The internal name appears in the first 8 columns of the macro. This is followed by the macro name, “DCB”. The rest of the macro is a sequence of keyword parameters which may be coded in any order:

**DDNAME**

This parameter assigns the file a “second” name which appears in the DD statement in the JCL that is used to execute the program. The following is typical of the DD statement that would be part of the JCL.

//CUSTOMER DD DSN=TSYSAD2.PRIVATE.DATA,DISP=SHR

Notice that the word “CUSTOMER”, which we will call the “JCL name”, appears in the name field of the DD statement and is used to associate the JCL name with a “physical file name”. The physical file name is the actual file name as it might appear in the system catalog. As a result, we have three names for the file we are processing: an internal name, a JCL name, and a physical file name. The purpose for having three names is to provide some “indirection” in the file names so that our program is not tied to a single physical file. By changing the DD statement we can change the physical file that the program references. This is illustrated below.

//CUSTOMER DD DSN=TSYSAD2.PRIVATE.DATA1

//CUSTOMER DD DSN=TSYSAD2.PRIVATE.DATA2
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Only one of the DD statements above would appear in the JCL. If the first was coded, the connections in the upper path would be indicated. If the second DD was coded, the connections in the lower path would be indicated. As you can see from the diagram, changing the JCL DD statement allows the program to easily process different physical files.

**DSORG**

This keyword parameter stands for “data set organization” and is used to control the basic structure of the file. In this case, PS means “physical sequential” and serves to identify the file as a QSAM file. The records in the file are stored and processed sequentially. Records which are “logically” in sequence are also physically stored in sequence on the disk.

**LRECL**

The “logical record length” is the number of bytes in the record structure defined by the programmer and processed by the program.

**MACRF**

This parameter determines the format for the I/O macros that will be used to process the file and the mode in which the I/O will occur. For QSAM files there are four possible values that can be coded: GM, PM, GL, PL. The “G” in the parameter value means that the GET macro will be used for accessing the file. This implies the file is an input file and already exists. The “P” means the PUT macro will be used to process the file. In this case the file is an output file. The second letter indicates the mode in which the I/O will occur. “L” means locate mode I/O and “M” means move mode I/O. These two modes will be discussed later in this topic.

**RECFM**

The RECFM parameter determines whether the logical records the program processes are fixed in length (F), or of variable lengths (V). This parameter also controls whether the records are blocked (B) or unblocked. Here are the typical values for this parameter and their meanings.

RECFM=F Fixed size records, unblocked

RECFM=FB Fixed size records, blocked

RECFM=V Variable size records, unblocked

RECFM=VB Variable size records, blocked

The concept of record blocking will be discussed later in this topic.

**EODAD**

The “End of Data” parameter is only coded for input files (MACRF=GM or GL). This parameter provides a label to which the program will automatically branch when the “end of file” condition occurs. The operating system detects the “end of file” condition while executing a GET macro when there are no records in the file left to be read. Upon detecting “end of file”, the operating system transfers control to address coded on the EODAD parameter.

**Opening a QSAM File**

Before you can process any records in a file, the file must be “opened”. The open process causes the “empty” fields in the DCB to be filIed in so the file can be processed correctly. It is helpful to understand how information in the DCB is constructed. This process is illustrated in the diagram below. Some of the parameters are impractical but serve to illustrate how the information is combined.

![](data:image/gif;base64,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)

At assembly time, the DCB is created and initialized with information contained in the program’s DCB macro. When the job is submitted for execution, the JCL is initially scanned by the Job Scheduler, and a Job File Control Block (JFCB) is created first using the information found in the DSCB if the file already exists, and then overwritten with any parameters found in the DD statement. The file is opened at run time, and any information that is missing in the DCB is supplied by the information in the JFCB. Because of the order in which the information is combined from the DCB macro, the DD statement, and the DSCB, the most important information is that which is placed in the DCB as a result of the parameters coded in the program’s DCB macro. This information is supplemented by information gleaned from the DD statement in the JCL. The only information that is taken from the DD statement and stored in the DCB, are those fields which were not supplied in the program DCB. In other words, if a parameter is supplied in the DCB and on the DD statement in the JCL, only the DCB parameter is used. Finally, the only information that is gathered from the data set label is that which was not found in the DCB macro nor in the DD statement.

The OPEN macro has the following format,

OPEN (dcb-address,(processing option))

dcb-address - The label in the name field of the DCB macro.

processing option -

**INPUT**

An existing data set is to be used for retrieving records.

**OUTPUT**

A new data set is being created or the records in an existing file will be replaced by the records that will be written by the program.

**EXTEND**

Records will be added to the end of an existing file.

**UPDAT**

An existing data set is to be used for retrieving records. Additionally, existing records can be modified.

For example, the following statement opens the file called “CUSTFILE” for input processing.

OPEN (CUSTFILE,(INPUT))

**CLOSING A QSAM FILE**

After a file has been processed, it should be “closed”. This process logically disconnects the program from the file. During the close processing, the program DCB is reconfigured with the parameters it initially contained at assembly time. This means the file can be opened again for further processing.

The format of the CLOSE statement follows below,

CLOSE (dcb-address-1,dcb-address-2,...)

**dcb-address-n**

The label in the name field of the DCB macro.

The two statements below are examples of how the CLOSE statement can be coded.

CLOSE (CUSTFILE)

CLOSE (CUSTFILE,,MASTFILE)

In the first CLOSE statement, the CUSTFILE is closed while the second CLOSE statement closes two files with one statement.

**Record Queuing**

The “Q” in QSAM stands for the term “queued”, and refers to the queuing of records that occurs during input and output processing. On the input side, records are brought from an external source (disk, tape,...) into the main memory of the machine. The records are delivered into storage areas called “system buffers” where they reside until they are retrieved by the program using a GET macro. The queuing process begins when the file is opened with records being delivered to the system buffers even before the first GET is executed. During execution of the program the operating system tries to keep the system buffers full of records so that the program will not have to wait for a record to be retrieved from the external device. This has the effect of speeding program execution.

During output processing, records that are produced by the program using the PUT macro are also placed into system buffers where they reside until the operating system can retrieve them and transfer them to an external storage device. By “buffering” the output, the program can continue execution without waiting on the external device.

Input and Output queuing is illustrated in the diagram below.
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As depicted above, the diagram illustrates “move mode” input and output. The term “move mode” refers to the process of moving a record from a system input buffer to a program input area or from a program output area to a system output buffer. These moves occur as a result of coding GET and PUT.

**Reading and Writing QSAM Records in Move Mode**

After a file has been opened for input, the records are available for retrieval. To read a record you must code a GET macro. There are two formats for this macro depending on how the MACRF parameter is coded in the file’s DCB macro. Coding “MACRF=GM” determines that records will be retrieved in “move mode”. This means that when a record is read, a copy of it will be delivered to a storage area defined by the programmer in the program. This storage area is called a “buffer” and is designed to reflect the contents of the record. Here is an example.

GET CUSTFILE,CUSTREC

...

CUSTREC DS 0CL80

CUSTNAME DS CL40

CUSTINF1 DS CL20

CUSTINF2 DS CL20

The GET macro above names the file as its first parameter and the program buffer area as its second parameter. Since we are assuming move mode input, a record is delivered from a system buffer to the storage area called CUSTREC.

For output processing, the PUT macro is used for writing records to a file. The MACRF parameter determines the mode in which records will be processed with MACRF=(PM) indicating move mode input and output. An example PUT macro is listed below.

PUT MASTFILE,MASTREC

...

MASTREC DS 0CL100

MASTID DS CL8

...

First the record that is to be recorded on the file is created in a program area called MASTREC. All the fields of the record would be initialized with appropriate values. When the record has been constructed, it is written to the file by executing the PUT macro. The first parameter in the macro is the DCB name of the output file. The second parameter is the buffer containing the record. Execution of the macro causes the information in MASTREC to be transferred to a system buffer where it will be processed at a later time.

**Reading and Writing Records in Locate Mode**

When MACRF=GL is coded, input processing will occur in “locate mode”. Processing in this mode is more efficient than in move mode since the records we read are never transferred directly to the program’s storage area, but instead are left in the system buffers. For files with large numbers of records, or large record sizes, the processing time that is saved by using locate mode rather than move mode, can be substantial. If the records are not transferred directly to a program buffer, how can the program access the information in a record? The answer is that the programmer must use a DSECT to reference the storage. (See **DSECTS**.) The GET macro takes an alternate form for locate mode processing. In this format, the macro has a single parameter which is the file DCB name. A sample locate mode GET is coded below.

GET CUSTFILE

After executing the macro, the operating system initializes register one with the address of the record that was delivered as a result of the GET. This address will be inside a system buffer. Providing access is a simple matter of loading the address of the record into the register which is associated with the DSECT. This is illustrated below.

$CUSTREC DSECT

$CUSTBAL DS PL4 CUSTOMER BALANCE

... OTHER DSECT FIELDS

USING $CUSTREC,5

GET CUSTFILE

LR 5,1 MAKE R5 POINT AT THE RECORD

ZAP TEMP(4),$CUSTBAL(4) PROCESS THE FIELDS IN THE RECORD

...

After the GET is executed, the address of the delivered record is placed in register one. Subsequently, the address is loaded into register 5 by the **LR** instruction. The USING statement provides the association between the DSECT name and register 6. With register 5 loaded with the appropriate address, addressablility to the record is established with the names in the DSECT.

Locate mode output is indicated by coding MACRF=PL in the DCB macro. To write a record to a file, the PUT macro is executed first.

PUT MASTFILE

Executing the PUT causes the operating system to place the address of an available buffer in register one. Using the **LR** instruction, this address is then copied to a register that controls an output DSECT. Once addressability has been established to the output record, the record is created by the program. The record remains available for further program processing until the next PUT is issued, or the file is closed. The following code is typical of locate mode output.

$MASTREC DSECT

$MASTNO DS CL5 CUSTOMER NUMBER

$MASTBAL DS PL5 CUSTOMER BALANCE

...

USING $MASTREC,6

PUT $MASTREC

LR 6,1 MAKE R6 POINT AT EMPTY REC

ZAP $MASTBAL(5),BALPK(5) REC FIELDS AVAILABLE

...

Keep in mind that register one is a “volatile” register and is subject to change when executing a system macro or calling another program. Be sure to make a copy of register 1 **immediately** after executing PUT or GET.

**Record Blocking and Deblocking**

The term **blocking** refers to the operating system process of combining multiple logical records into larger physical records called “blocks”. A **logical record** is the record structure defined by the programmer and consists of a collection of related fields that logically belong together. A **physical record** is a collection of logical records which have been combined for the purpose of storing them efficiently on an external device like a disk or tape drive. Records are blocked because the process of accessing externally stored data is expensive in terms of cpu time. For instance, in the time it takes to move a disk arm, hundreds of thousands of instructions can be executed by the cpu. For efficiency, rather than returning a single record when a program requests a “read” operation, the operating system delivers an entire block of records from disk to memory. The process of separating records from a block and delivering them individually to a program is called **deblocking**.

The choice of blocking or not blocking a group of records is made by the programmer when coding the RECFM parameter. Choosing RECFM=FB or VB selects the blocked format. In practice, most files are blocked. The exception is made for files with large records containing thousands of bytes. In the pictures above, the system buffers correspond to blocks from which individual records are delivered to the program either in move or locate mode.

The programmer can also control the size of the blocks in a file using the BLKSIZE parameter coded in the program’s DCB. For example, if the programmer has coded LRECL=80 and BLKSIZE=8000, then each block will contain 100 logical records. Computing an optimal block size requires a knowledge of the device on which the data is recorded and is beyond the scope of this discussion. For IBM’s ESA operating system, block sizes will be computed automatically if the BLKSIZE parameter is omitted in the DCB and on the DD statement when the file is created.
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